Overview

- Bitwise Logical Operations
  - OR
  - AND
  - XOR

- Shift Operations
  - Shift Left
  - Shift Right
  - Rotate
  - Field Extraction

Review: Assembly Variables: Registers

- Assembly Language uses registers as operands for data processing instructions

<table>
<thead>
<tr>
<th>Register No.</th>
<th>Register Name</th>
</tr>
</thead>
<tbody>
<tr>
<td>r0</td>
<td>a1</td>
</tr>
<tr>
<td>r1</td>
<td>a2</td>
</tr>
<tr>
<td>r2</td>
<td>a3</td>
</tr>
<tr>
<td>r3</td>
<td>a4</td>
</tr>
<tr>
<td>r</td>
<td>v1</td>
</tr>
<tr>
<td>r5</td>
<td>v2</td>
</tr>
<tr>
<td>r6</td>
<td>v3</td>
</tr>
<tr>
<td>r7</td>
<td>v4</td>
</tr>
<tr>
<td>r8</td>
<td>v5</td>
</tr>
<tr>
<td>r9</td>
<td>v6</td>
</tr>
<tr>
<td>r10</td>
<td>v7</td>
</tr>
<tr>
<td>r11</td>
<td>v8</td>
</tr>
<tr>
<td>r12</td>
<td>ip</td>
</tr>
<tr>
<td>r13</td>
<td>sp</td>
</tr>
<tr>
<td>r14</td>
<td>lr</td>
</tr>
<tr>
<td>r15</td>
<td>pc</td>
</tr>
</tbody>
</table>

- All register are identical in hardware, except for PC
- PC is the program Counter; It always contains the address the instruction being fetched from memory
- By Software convention we use different registers for different things
- C Function Variables: v1 - v7
- Scratch Variables: a1 - a4

Review: ARM Instructions So far

- add
- sub
- mov
Bitwise Operations (#1/2)

- Up until now, we’ve done arithmetic (add, sub, rsb) and data movement mov.
- All of these instructions view contents of register as a single quantity (such as a signed or unsigned integer)
- New Perspective: View contents of register as 32 bits rather than as a single 32-bit number

Bitwise Operations (#2/2)

- Since registers are composed of 32 bits, we may want to access individual bits rather than the whole.
- Introduce two new classes of instructions/Operations:
  - Logical Instructions
  - Shift Operators

Logical Operations

- Operations on less than full words
  - Fields of bits or individual bits
- Think of word as 32 bits vs. 2’s comp. integers or unsigned integers
- Need to extract bits from a word, or insert bits into a word
- Extracting via Shift instructions
  - C operators: << (shift left), >> (shift right)
- Inserting and inverting via And/OR/EOR instructions
  - C operators: & (bitwise AND), | (bitwise OR), ^ (bitwise EOR)

Logical Operators

- Operator Names:
  - and, bic, orr, eor:
- Operands:
  - Destination : Register
  - Operand #1: Register
  - Operand #2: Register, or Shifted registers, or an immediate
    - Example: and a1, v1, v2
    - and a1, v1, v2, lsl #5
    - and a1, v1, v2, lsl v3
    - and a1, v1, #0x40
- ARM Logical Operators are all bitwise, meaning that bit 0 of the output is produced by the respective bit 0’s of the inputs, bit 1 by the bit 1’s, etc.
Logical AND Operator (#1/3)

- **AND:** Note that anding a bit with 0 produces a 0 at the output while anding a bit with 1 produces the original bit.
- This can be used to create a **mask**.
  - Example:
    
    
    | 1011 0110 1010 0100 0011 1101 1001 1010 |
    |------------------------------------------|
    | **Mask:** 0000 0000 0000 0000 0000 1111 1111 |
    | The result of anding these two is: 0000 0000 0000 0000 0000 1001 1010 |

Logical AND Operator (#2/3)

- The second bitstring in the example is called a **mask**. It is used to isolate the rightmost 8 bits of the first bitstring by masking out the rest of the string (e.g. setting it to all 0s).
- Thus, the and operator can be used to set certain portions of a bitstring to 0s, while leaving the rest alone.
  - In particular, if the first bitstring in the above example were in \( a_1 \), then the following instruction would mask the rightmost 8 bits a and clears leftmost 24 bits:
    
    \[
    \text{and } a_1, a_1, 0xFF
    \]

Logical AND Operator (#3/3)

- **AND:** bit-by-bit operation leaves a 1 in the result only if both bits of the operands are 1. For example, if registers \( v_1 \) and \( v_2 \) are
  
<table>
<thead>
<tr>
<th>0000 0000 0000 0000 1101 0000 0000 two</th>
</tr>
</thead>
<tbody>
<tr>
<td>0000 0000 0000 0000 1100 0000 0000 two</td>
</tr>
</tbody>
</table>
- After executing ARM instruction
  
  \[ \text{and } a_1, v_1, v_2; a_1 \leftarrow v_1 \& v_2 \]
  
- Value of register \( a_1 \)
  
<table>
<thead>
<tr>
<th>0000 0000 0000 0000 1100 0000 0000 two</th>
</tr>
</thead>
</table>

Logical BIC (AND NOT) Operator (#1/3)

- **BIC (AND NOT):** Note that bic ing a bit with 1 produces a 0 at the output while bic ing a bit with 0 produces the original bit.
- This can be used to create a **mask**.
  - Example:
    
    | 1011 0110 1010 0100 0011 1101 1001 1010 |
    |------------------------------------------|
    | **Mask:** 0000 0000 0000 0000 0000 1111 1111 |
    | The result of bic ing these two is: 1011 0110 1010 0100 0011 1101 0000 0000 |

Logical BIC (AND NOT) Operator (#2/3)

- BIC (AND NOT): Note that bic ing a bit with 1 produces a 0 at the output while bic ing a bit with 0 produces the original bit.
- This can be used to create a **mask**.
  - Example:
    
    | 1011 0110 1010 0100 0011 1101 1001 1010 |
    |------------------------------------------|
    | **Mask:** 0000 0000 0000 0000 0000 1111 1111 |
    | The result of bic ing these two is: 1011 0110 1010 0100 0011 1101 0000 0000 |
Logical BIC (AND NOT) Operator (#2/3)

° The second bitstring in the example is called a mask. It is used to isolate the leftmost 24 bits of the first bitstring by masking out the rest of the string (e.g. setting it to all 0s).

° Thus, the bic operator can be used to set certain portions of a bitstring to 0s, while leaving the rest alone.
  • In particular, if the first bitstring in the above example were in a1, then the following instruction would mask the leftmost 24 bits a and clears rightmost 8 bits:
    bic a1,a1,0xFF

Logical BIC (AND NOT) Operator (#3/3)

° BIC: bit-by-bit operation leaves a 1 in the result only if bit of the first operand is 1 and the second operands 0. For example, if registers v1 and v2 are
  
  \[
  \begin{array}{c}
  0000 0000 0000 1100 0000 1101 0000 0000_{two} \\
  0000 0000 0000 1000 0011 1100 0000 0000_{two}
  \end{array}
  \]

° After executing ARM instruction
  
  \[
  \text{bic} \ a1,v1,v2 \ ; \ a1 \leftarrow v1 \ \& \ (\text{not} \ v2)
  \]

° Value of register a1
  
  \[
  0000 0000 0010 0100 0000 0001 0000 0000_{two}
  \]

Logical OR Operator (#1/2)

° OR: Similarly, note that oring a bit with 1 produces a 1 at the output while oring a bit with 0 produces the original bit.

° This can be used to force certain bits of a string to 1s.
  • For example, if a1 contains 0x12345678, then after this instruction:
    orr a1, a1, 0xFFFF
  • ... a1 contains 0x1234FFFF (e.g. the high-order 16 bits are untouched, while the low-order 16 bits are forced to 1s).

Logical OR Operator (#2/2)

° OR: bit-by-bit operation leaves a 1 in the result if either bit of the operands is 1. For example, if registers v1 and v2
  
  \[
  \begin{array}{c}
  0000 0000 0000 0000 0000 1101 0000 0000_{two} \\
  0000 0000 0000 0000 0011 1100 0000 0000_{two}
  \end{array}
  \]

° After executing ARM instruction
  
  \[
  \text{ORR} \ a1,v1,v2 \ ; \ a1 \leftarrow v1 \ | \ v2
  \]

° Value of register a1
  
  \[
  0000 0000 0000 0000 0011 1101 0000 0000_{two}
  \]
Logical XOR Operator (#1/2)

- **EOR:** Eoring a bit with 1 produces its complement at the output while Eoring a bit with 0 produces the original bit.
- This can be used to force certain bits of a string to invert.
  - For example, if `a1` contains 0x12345678, then after this instruction:
    ```
    eor a1, a1, 0xFFFF
    ```
  - … `a1` contains 0x1234A987 (e.g. the high-order 16 bits are untouched, while the low-order 16 bits are forced to invert).

Logical XOR Operator (#2/2)

- **EOR:** bit-by-bit operation leaves a 1 in the result if bits of the operands are different. For example, if registers `v1` and `v2`
  ```
  0000 0000 0000 0000 0011 1100 0000 0000
  0000 0000 0000 0000 1101 0000 0000 0000
  ```
  - After executing ARM instruction
    ```
    eor a1,v1,v2 ; a1 ← v1 | v2
    ```
  - Value of register `a1`
    ```
    0000 0000 0000 0000 0011 0001 0000 0000
    ```

Shift Operations (#1/3)

- Move (shift) all the bits in a word to the left or right by a number of bits, filling the emptied bits with 0s.
- **Example:** shift right by 8 bits
  ```
  1001 0010 0011 0100 0101 0110 0111 1000
  ```
  ```
  0000 0000 1001 0010 0011 0100 0101 0110
  ```
- **Example:** shift left by 8 bits
  ```
  1001 0010 0011 0100 0101 0110 0111 1000
  ```
  ```
  0011 0100 0101 0110 0111 1000 0000 0000
  ```

Shift Operations (#2/3)

- Move (shift) all the bits in a word to the right by a number of bits, filling the emptied bits with the sign bits.
- **Example:** Arithmetic shift right by 8 bits
  ```
  1001 0010 0011 0100 0101 0110 0111 1000
  ```
  ```
  1111 1111 0011 0100 0101 0110 0111 1000
  ```
  ```
  0000 0000 0000 0000 0000 0000 0000 0000
  ```
- **Example:** Arithmetic shift left by 8 bits
  ```
  0011 0100 0101 0110 0111 1000 0000 0000
  ```
  ```
  0000 0000 0000 0000 0000 0000 0000 0000
  ```
  ```
  0011 0100 0101 0110 0111 1000 0000 0000
  ```
Shift Operations (#3/3)

- Move (shift) all the bits in a word to the right by a number of bits, filling the emptied bits with the bits falling of the right.

- Example: rotate right by 8 bits

```
1001 0010 0011 0100 0101 0110 0111 1000
0111 1000 1001 0010 0011 0100 0101 0110
```

ARM Shift Instructions

- ARM does not have separate shift instruction.
- Shifting operations is embedded in almost all other data processing instructions.
- Pure Shift operation can be obtained via the shifted version of `mov` instruction.

Data Processing Instruction with Shift Feature Syntax:

Example:

```
add a1, v1, v3, lsl #8 ; a1 ← v1 + (v3 << 8 bits)
```

```
add a1, v1, v3, lsl v4 ; a1 ← v1 + (v3 << v4 bits)
```

ARM Shift Variants (#1/4)

1. `lsl` (logical shift left): shifts left and fills emptied bits with 0s

```
mov a1, v1, lsl #8 ; a1 ← v1 << 8 bits
mov a1, v1, lsl v2 ; a1 ← v1 << v2 bits
```

2. `lsr` (logical shift right): shifts right and fills emptied bits with 0s

```
mov a1, v1, lsr #8 ; a1 ← v1 >> 8 bits
mov a1, v1, lsr v2 ; a1 ← v1 >> v2 bits
```

ARM Shift Variants (#2/4)

3. `asr` (arithmetic shift right): shifts right and fills emptied bits by sign extending

```
mov a1, v1, asr #8 ; a1 ← v1 >> 8 bits
```

```
mov a1, v1, asr v2 ; a1 ← v1 >> v2 bits
```

```
; a1[31:24]=v1[31]
```

```
mov a1, v1, lsr #8 ; a1 ← v1 >> 8 bits
mov a1, v1, lsr v2 ; a1 ← v1 >> v2 bits
```

Sign bit shifted in

```
shift amount between 0 to 31
```

```
shift amount between 0 to 31
```
### ARM Shift Variants (#3/4)

4. **ror** (rotate right): shifts right and fills emptied bits by bits falling of the right. (bits wrap around)

```assembly
mov a1, v1, ror #8  ; a1 ← v1 >> 8 bits
; a1[31:24] ← v1[7:0]
mov a1, v1, ror v2  ; a1 ← v1 >> v2 bits
; a1[31:(31-v2)] ← v1[v2:0]
```

Rotate amount between 1 to 31

### ARM Shift Variants (#4/4)

4. **rrx** (rotate right through carry): This operation uses the CPSR C flag as a 33rd bit for rotation. (wrap around through carry)

```assembly
mov a1, v1, rrx  ; a1 ← v1 >> 1 bit
; a1[31] ← CF
; CF ← v[0]
```

- Only Rotation by one bit is allowed
- Encoded as ror #0.

### Isolation with Shift Instructions (#1/2)

° Suppose we want to isolate byte 0 (rightmost 8 bits) of a word in a0. Simply use:

```assembly
and   a0,a0,#0xFF
```

° Suppose we want to isolate byte 1 (bit 15 to bit 8) of a word in a0. We can use:

```assembly
and   a0,a0,#0xFF00
```

but then we still need to shift to the right by 8 bits...

```assembly
mov   a0,a0,lsr #8
```

### Isolation with Shift Instructions (#2/2)

° Instead, we can also use:

```assembly
mov   a0,a0,lsl #16
mov   a0,a0,lsr #24
```

0001 0010 0011 0100 0101 0110 0111 1000
0101 0110 0111 1000 0000 0000 0000 0000
0000 0000 0000 0000 0000 0000 0101 0110
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“And in Conclusion…”

- New Instructions:
  - and
  - bic
  - orc
  - Eor

- Data Processing Instructions with shift and rotate: